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Abstract. Inter-organizational exchange of information about physical
objects that is automatically gathered using RFID can increase the trace-
ability of goods in complex supply chains. With the EPCIS specification,
a standard for RFID-based events and respective information system in-
terfaces is available. However, it does not address access control in de-
tail, which is a prerequisite for secure information exchange. We propose
a novel rule-based, context-aware policy language for describing access
rights on large sets of EPCIS Events. Furthermore, we discuss approaches
to enforce these policies and introduce an efficient enforcement mecha-
nism based on query recomposition and its prototypical implementation.

1 Introduction

RFID is quickly becoming a key technology for novel supply chain management
applications. It enables the automatic identification (Auto-ID) of physical ob-
jects equipped with small transponder tags. In intra-organizational scenarios,
RFID’s advantages over the established bar code regarding efficiency and data
granularity have been used for several years. In inter-organizational settings, the
technology’s main potential is to increase the visibility of goods along the whole
supply chain. While gathering and exchanging object-related information does
not pose a general challenge using technology available today, several security
and incompatibility issues remain unsolved.

With the industry organization EPCglobal Inc.?, there is a strong initia-
tive towards overcoming incompatibilities between companies’ RFID-related IT
infrastructures. EPCglobal fosters open data format and interface standards.
Besides tag data specifications, the most important standard for inter-organiza-
tional data exchange is the EPC Information Services (EPCIS) specification [§].
Software systems implementing this specification, called EPCIS Repositories,
feature standardized interfaces for capturing and querying EPC-related event
and meta data. Since EPCIS Repositories hold mission-critical, potentially con-
fidential information, access to these interfaces needs to be limited. The EPCIS

3 http://www.epcglobalinc.org/, EPC stands for Electronic Product Code



standard explicitly leaves the details how access control is performed to the
individual EPCIS implementations [8, pp. 57-58].

In this paper, we present an approach to specify and enforce fine-grained
access rights to large quantities of EPCIS event information. Our contribution
is twofold. First, we introduce a novel access control policy language called AAL
leveraging the structure of EPCIS data. Second, we present an efficient policy
enforcement mechanism and its implementation that is based on the concept
of SQL query rewriting for relational databases. To our best knowledge, access
control for EPCIS data has not been addressed by scientific literature so far. The
remainder of this paper is structured as follows: We present the problem state-
ment, assumptions and challenges in Section 2. We give an overview of related
work in Section 3. In Section 4, we introduce requirements and our concepts for a
policy definition language and an efficient enforcement mechanism. We evaluate
our results in Section 5 and conclude in Section 6, giving directions for future
research.

2 Problem Statement

We investigate how access control policies for EPCIS Repositories can be defined
and enforced efficiently in order to facilitate fine-grained disclosure control for
RFID-based events.

2.1 Definitions and Assumptions

Let C = {ec1,...,cn} be a set of companies, each of which operates an EPCIS
Repository or an EPCIS Accessing Application [27, p. 41]. We assume that ev-
ery ¢, € C can be reliably identified and authenticated by every other company
¢ € C. An EPCIS Repository operated by any company c,, stores only EPCIS
Events generated by this company, i.e. information gathered from remote sources
is mot integrated into c¢,;,’s repository. A principal can be any participating user,
administrator, role, company, or system [2, p. 9]. In our context, a user is a prin-
cipal that belongs to a company ¢, and tries to access a remote EPCIS operated
by a company ¢, using an Accessing Application. An administrator is a principal
that is allowed to grant and revoke access rights to an EPCIS Repository. We
refer to Access Control (AC) as the process of enforcing an applicable Access
Policy. An Access Policy (policy for short) is a formal specification that states
which user or role has the right to access which EPCIS Events. An Access Con-
trol Mechanism or Enforcement Mechanism (mechanism for short) is a software
component ensuring that relevant policies are applied to all access operations
carried out by users, prohibiting or limiting disclosure if necessary.

2.2 Introduction to EPCIS

EPCIS Repositories store information about physical objects. This information
is logically represented in the form of EPCIS FEvents. Generally, an event rep-
resents a change in state that occurs at a certain point in time. The EPCIS



specification defines four event types, namely ObjectEvent, AggregationFEvent,
QuantityFEvent, and TransactionEvent. They are used to express object obser-
vations, object aggregations, object quantity observations, and connections of
objects and business transactions, respectively [8, pp. 39-53]. While the internal
processing and storage details may vary from implementation to implementa-
tion, an EPCIS Repository needs to provide two interfaces: The EPCIS Capture
Interface (CI) and the EPCIS Query Interface (QI). The CI is used to submit
new events to be stored in the repository, while the QI is used to retrieve events
of interest. Both interfaces can be implemented in the form of web services. To
that end, EPCglobal specifies HTTP and SOAP bindings [8, pp. 108-126].

2.3 Use Case and Challenges

To enable certain applications such as Tracking and Tracing (determining the
current and all previous locations of an object), companies need to access events
stored in EPCIS Repositories operated by other companies. EPCIS Events are
confidential, because they can be used to infer production capacities, inventory
levels, sales figures, and business relationships, among others. This is why access
control is a prerequisite for the inter-organizational EPCIS deployment.
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Fig. 1. EPCIS Interfaces and Interactions

Fig. 1 depicts a company cy that operates an EPCIS Repository. Via its
Capture Interface, RFID-based events gathered locally by co are transferred to
a component responsible for their persistent storage. This storage component
is not specified by EPCglobal and can be implemented arbitrarily, for example
using relational or XML databases. The repository’s Query Interface is exposed
to external companies. Using Accessing Applications, companies such as ¢; and
cs can use this interface. An Access Control mechanism is depicted as a logical
component between the storage component and the Query Interface. Note that
c1 and c3 might operate EPCIS Repositories and ¢ might employ an Accessing
Application, too. This is not depicted for reasons of clarity.



As different business partners need different subsets of events to get their
work done and companies usually try to disclose only a minimum amount of
data, administrators need fine-grained means to define access rights. These access
rights depend on the content of the events themselves and may also refer to data
that is not stored yet, as new events are generated continuously. Instead of
static lists defining which event can be accessed by whom, such as ACLs used in
traditional AC systems, rules that are dynamically evaluated by the enforcement
mechanism are required. Rules can refer to the content of the events and to
contextual information such as business relationships and the current time. We
introduce further requirements in Section 4.1.

3 Related Work

While security research in the context of RFID has mainly focused on privacy
aspects, authentication, and secure reader-tag-communication [17,11,21], con-
fidentiality of RFID-based data after it has been captured and stored has not
received much attention so far [1]. At a first glance, sets of EPCIS Reposito-
ries can be considered distributed or federated databases, so respective access
control models and mechanisms [6] seem to be viable starting points. However,
the characteristics of the stored data and its volume pose new challenges [4, 23],
especially regarding access control [14].

A recent NIST study [15] gives an assessment of established access control
approaches. Popular models for non-military systems include Discretionary Ac-
cess Control (DAC) (as implemented in the form of Access Control Lists (ACLs)
[18] or Capabilities by popular operating systems), and Role-based Access Con-
trol [9]. The counterpart of DAC is formed by Non-Discretionary Access Control
models (NDAC) such as Mandatory Access Control (MAC) whose best-known
representative is the Bell-LaPadula model. Besides these established approaches,
that do not form a strict taxonomy and can actually be combined in a number
of ways, several application-specific security models and mechanisms have been
developed. Temporal aspects have been addressed in TRBAC [3], which focuses
on temporal availability and dependency of roles. Rule-Based Access Control
(RuBAC) is a general term to describe AC systems that grant or deny access to
resources based on rules defined by an administrator [15]. Research in the area
of context-sensitive access control, e.g. [16,12], strives to simplify access deci-
sions by using environmental sensor data or other information not intrinsic to
the system performing the AC. It is mainly focused on pervasive computing for
personal use and has not been applied extensively to supply chain management
before, even though approaches do exist [13].

Given the vast amount of data expected in future EPCIS Repositories [7,
23, 28], efficiency of the enforcement mechanism is an important issue. Since
for a long time, relational databases will probably remain the dominant storage
technology for such repositories, existing approaches to performing AC at the
database level are relevant. Oracle’s Virtual Private Databases [5] and Sybase’s
Row Level Security Model [25] use techniques similar to query rewriting [24],



basically adding predicates to each query to restrict the accessible rows and
columns. Hippocratic Databases (HDB) [19] primarily aim at protecting pa-
tients’ privacy in medical databases, but the concept can be applied to arbitrary
relational databases. Instead of query rewriting, HDB replace the tables a query
affects by prepared views. These views reflect the desired access policies in that
protected rows, columns, and cells are removed compared to the original table.
Our approach differs from all of the above in that we use an enhanced query
rewriting technique that not only extends the original query, but recomposes it
into several sub-queries in order to achieve flexible row, column, and cell based
restrictions specified by rule-based policy definitions.

4 Efficient Access Control for EPCIS Repositories

In this section, we introduce a rule-based, content and context aware Policy Lan-
guage for describing access rights to large amounts of RFID-based events. Based
on specific requirements, the language design and its semantics are described.
Furthermore, an enforcement mechanism based on query rewriting for relational
databases is introduced.

4.1 Requirements

Based on a number of case studies [4, 23, 28] and previous work [14], we identified
the following access control requirements:

Fine-grained disclosure control. Besides the ability to restrict access to cer-
tain events and event types, attribute-level restrictions need to be supported.

Content and context awareness. Access rights to events may depend on
their respective content, as well as on contextual (external) information such
as business relationships and temporal constructs.

Rules, range, and condition support. Because access rights are usually not
assigned to individual events but to (continuously growing) sets of events,
rules that may refer to ranges of events fulfilling certain conditions need to
be supported.

Automatic reduction of result sets. If a user queries more information than
he is authorized to access, the EPCIS repository has to return the respective
allowed subset of events, instead of denying the whole query.

Query power restriction. To prevent information leakage due to inference,
the query interface’s flexibility needs to be restrictable per user or role.
Rapid execution. Due to the expected amount of events, efficiency of the en-
forcement mechanism in terms of memory consumption and execution time

needs to be addressed.

4.2 AAL: A rule-based Policy Language for Auto-ID Events

Introductory Considerations Traditionally, each application or operating
system employs proprietary policy representations. Recently, there is a trend



towards expressing policies using XML [29]. Besides their inherent extensibility,
XML-based policy languages promise to be easier to read and edit and to offer
better interoperability. With OASIS XACML [26,20], an open industry stan-
dard for describing access policies using an XML-based language is available.
Nonetheless, we decided to develop an own policy language for the following
reasons. First, XACML’s general purpose approach trades flexibility against sim-
plicity. In our specific context, this clearly violates the principle of the “economy
of mechanism” [22]. Second, despite its name, XACML not only specifies a lan-
guage, but also an architecture how policies shall be evaluated and enforced. It
recommends the separation of the AC mechanism by using a Policy Decision
Point (PDP) and a Policy Enforcement Point (PEP). A PDP receives access
requests, evaluates them using applicable policies and returns one of four prede-
fined messages (Permit, Deny, NotApplicable, or Indeterminate). Based on such
messages, a PEP permits or denies user’s requests, issuing error messages if nec-
essary. There are two problems with this architecture. Because in our scenario,
access rights can be directly dependent on EPCIS Events’ attributes, the PDP
would have to access them in order to decide about requests. According to the
XACML specification, a Policy Information Point (PIP) provides access to such
external information. However, having to transfer large sets of events from the
storage engine via a PIP to the PDP would introduce significant overhead. Fur-
thermore, the property of XACML PDPs to only return one of four messages
would make the “automatic reduction of result sets” (cmp. 4.1) impossible.

Language Design The main concept of our policy language called AAL (Auto-
ID Authorization Language) is the notion of Shares. Each principal is assigned
a set of Shares he is authorized to access. A Share defines a subset of EPCIS
Events of a specific event type. Within a Share, all events disclosed to a user will
contain only the attributes enumerated for this particular Share. The events of
a Share are specified using a set of Conditions. Each Condition refers to exactly
one attribute. All Conditions have to be fulfilled for an event to appear in a
Share. Conditions are specified using Values that the respective attribute may
hold. Values can be defined by enumeration (e.g. single EPCs) or using ranges
and wildcards (such as EPC ranges and EPC patterns). These concepts can be
formulated as follows:

Authorization(Principal) := Share; U ... U Sharey,
Share(EventType, { Attry, ..., Attr;}) := Conditiony N ... N Condition,,
Condition(Attribute) := Valuey; U ... U Value,

The following example defines two Shares. They are depicted as dark cells
in Fig. 2. The table illustrates a subset of all ObjectEvents in a system, with
each row representing an event (more descriptive attributes such as EPC and
eventTime as well as content for all cells were omitted for reasons of clarity).



Share; (Object Event,{a,b,e, f}) = ((id € {1..4}) N (a € {12..16}))
Shares(Object Event, {b,c,d,e}) = ((id > 5) N (a < 20))
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Fig. 2. Visualization of Shares
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Language Semantics and Properties Our policy language is based on white-
listing, i.e. everything that is not explicitly allowed is prohibited. This follows
the principle of “Fail-safe defaults” [22]. While not preventing unwanted informa-
tion leakage due to misconfigurations, this approach makes determining who is
allowed to access which events much easier. If Shares containing different sets of
attributes overlap (i.e. certain events are in more than one Share), the affected
events will contain the union of the respective attributes. A policy can apply
to any number of users or roles. Furthermore, policies can extend other policies
additively. The structure and semantics of the policy language are illustrated in
Fig. 3. Policy instances can be serialized in an XML dialect we defined using
XML Schema.

Policy
hasName name
appliesTo (user|role)+
extendsPolicies (policyName)*
contains (Share
refersTo eventType
contains (visibleAttribute)+
fullfillsAll (Condition
refersTo eventAttribute|contextAttribute
matchesAny (Value)+
) *
)+

Fig. 3. Structure and semantics of the policy language



Support for Contextual Information Using event’s attributes such as EPC,
eventTime, readPoint, or businessStep together with authorization rules allows
for the specification of flexible policies. However, in certain situations contex-
tual information extrinsic to the events is needed for authorative decisions. A
built-in function to refer to the current time is now(). Using this function,
a user can be granted temporally limited access to certain events by speci-
fying relative time intervals. For example, he might be allowed to access all
events from a certain business location that are not older than two days. Fur-
thermore, a Condition may refer to a contextAttribute. Such attributes can
be provided by external Context Providers and can be referenced in the form
contextProvider.contextAttribute. For example, Context Providers can be
used to retrieve the current user’s identity and transactional information in order
to base access control on business relationships.

4.3 An Efficient Enforcement Mechanism using Query Rewriting

Our enforcement mechanism is based on the assumption that EPCIS Events are
stored inside relational databases. This assumption is valid because currently
there is no alternative capable of inserting, storing and querying large amounts
of structured data with acceptable performance.

Client Accessing Application

I Client Query (Web Service request) EPCIS response (Web Service response)
v
Query Interface EPCIS
l Query (app. specific) Core Application
Query Preparation ESRSIHT ST Code
¢ Prepared Query (app. specific)

SQL Builder (2) Modify SQL Query Response Prepar. (6) Filter Results

l SQL Query T Results (app. specific)

Query Parser (3) Analyze/Rewrite SQL Response Prepar. (5) Filter Results

Security Layer

EPCIS Repository

Rewritten SQL Query

DB Results
Security Mechan. [RETNEEEIIEREA 9 Database

Fig. 4. Possible locations for AC mechanisms

Architectural Considerations Policy enforcement can be done at a number
of logical locations.

First, the user’s query submitted using the EPCIS Query Interface can be
restricted to affect only the results he is allowed to access. Due to the limited



expressiveness of the EPCIS QI, this would not work in many cases. For example,
the QI does not allow addressing multiple ranges of EPC at once.

Second, when an EPCIS Application builds an SQL query based on the user’s
request, it can enrich it with additional predicates that reflect the applicable
Policy. The advantage of performing AC using modified SQL queries is that the
performance and internal optimization mechanisms of existing databases can be
leveraged.

Third, an EPCIS Application can construct an unrestricted SQL query, and
instead of directly submitting it to the database driver, pass it through an ad-
ditional security layer. This layer would analyze the query and rewrite it ac-
cording to the respective policy. This has the advantage of encapsulating the
security-relevant application code instead of mixing it into the query generation
algorithm.

Fourth, built-in mechanisms of specific, proprietary database management
systems can be used. We discussed some candidates in Section 3.

Fifth, a security layer can filter all result sets returned by the database before
passing it on to the EPCIS application.

Sixth, this filtering can also be done by the EPCIS application itself.

Fig. 4 illustrates the six possibilities. Note that it does not depict an actual
architecture. The black boxes represent potential locations for the AC mecha-
nisms introduced above.

Translating Policies into Queries Our approach is based on rewriting an
original SQL query to only refer to the events in the intersection of the set the
user queried and the set he is authorized to access. As pointed out above, it
can either be implemented inside the EPCIS, extending the SQL query building
code, or in an external query analyzer /rewriter.

A Share definition can be translated into a relational algebra term as follows
(a denotes attributes, v values):

Sha’/‘(’,k = Tay,...,a; (U(al:v1\/‘..\/alzvm)/\(...)/\(a":va\/...\/an:vp) (EventType))
Similarly, it can be expressed in SQL:

SELECT ay,...,a; FROM EventType WHERE
(a1=vy OR ...0R a;=v,,) AND (a,=v, OR ...0OR a,=v,)

The union of all Shares Authorization = |J;_,(Sharey) defines the event subset
a user is authorized to access. The intersection of QueriedSet (the set he is try-
ing to retrieve using his query) and Authorization is the resulting event set to
be returned: ResultSet = Authorization N QueriedSet. This means that both
the Conditions and the attribute enumerations used to define Authorization
and QueriedSet need to be intersected.

To build actual SQL statements, separate SELECT statements reflecting these
intersections are constructed for each Share and combined using the UNION op-



erator. To keep the semantics of the events, the attributes also need to have the
same order in each SELECT statements. Upon executing the query, the database
will return the same events several times if they are contained in more than one
share. They are aggregated into one event afterwards by the application. Fig. 5
illustrates the necessary steps using pseudocode.

query = nn
for each Share {
Attributes = intersection(UserQuery.Attributes, Share.Attributes);
Attributes = addNullColumns(Attributes);
Conditions = removeUnauthorizedConditions
(UserQuery.Conditions, Attributes);
Conditions = insertContextValues(Conditions);
Conditions = "((" + Conditions + ") AND (" + Share.Conditions + "))";
if (!isFirst(Share)) { query += " UNION ALL "; }
query += "SELECT " + Attributes + " FROM " + tableName
+ " WHERE " + Conditions;
}
resultSet = execute(query);
return filterAndMergeDuplicates (resultSet);

Fig. 5. Pseudocode for Query Construction

For example, assume the following user query and two Share definitions (also
depicted in Fig. 6:

UserQuery; (ObjectEvent, {b,c,d}) = ((id > 1) N (id < 7))
Sharei(ObjectEvent, {a,b,e, f}) = ((id € {1..4}) N (a € {12..16}))
Shares(Object Event,{b,c,d,e}) = ((id > 5) N (a < 20))

They will result in the following SQL statement:

SELECT b, NULL AS c, NULL AS d FROM ObjectEvent WHERE
(id>1 AND id<7) AND ((id BETWEEN 1 AND 4)
AND (a BETWEEN 12 AND 16))

UNION ALL

SELECT b, c, d FROM ObjectEvent WHERE
(id>1 AND id<7) AND (id>5 AND a<20)

5 Evaluation

To evaluate our proposed policy language and mechanism, we implemented a
prototype showcasing its applicability. Furthermore, we discuss how the require-
ments formulated in 4.1 are met and how the design principles for secure systems
of Saltzer and Schroeder are reflected.
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Fig. 6. Visualization of Shares and a user query

5.1 Practical Implementation

Our prototypical implementation is based on the Accada RFID prototyping plat-
form [10] written in the Java programming language. The Accada EPCIS imple-
mentation runs on an Apache Tomcat 5.5 server, exposing its interfaces as Web
Services based on the Apache Axis 1.4 library. For persistent storage, a MySQL
5.0 database and the JDBC library are employed. Accada’s Query Client allows
for querying the repository and displaying the returned events. We enhanced the
Query Client’s graphical interface by a user identity selection menu. Because au-
thentication was out of the scope of our work, this replacement for a password
or certificate mechanism is a viable simplification. For each user in the system,
the policy definition is stored in a separate XML file named <username>.pol.
To map the policy’s XML structures to Java objects, the library Simple* 1.4 was
used as a light-weighted alternative to JAXB. This way, extensions of the policy
language do not entail significant updates of the program code. We modified the
query generation code in Accada’s QueryOperationsModule. createEventQuery
method in the package org.accada.epcis.repository, constructing modified
SQL queries based on the general idea presented in Section 4.3. Fig. 7 shows a
screenshot of the Query Client, a policy definition and a part of a corresponding
result set.

Our experience with the implementation of access control into Accada is
twofold. First, it showed the technical feasibility of our approach. Reading XML-
based policy files and transforming the rules into SQL to restrict a user’s query
therefore works in practice. Accada proved to be a solid basis for EPCglobal
related prototyping activities. Second, the extension of Accada’s complex query
generation code turned out to be intricate. This is why architecturally, we con-
sider placing the query rewriting code into a separate module a better approach
(cmp. 4.3).

* http:/ /simple.sourceforge.net/
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Fig. 7. Screenshot of Query Client, policy definition and result set

5.2 Addressing the Challenges

Our policy language AAL and the respective enforcement mechanism supports
fine-grained Using a Share with one Condition, an individual event can be ad-
dressed (using suitable values for a simple or compound primary key). Because
for such a Share, every column can be addressed directly by enumeration, cell-
level control can be achieved.

Using our policy language, businesses can define context- and content-based
rules who is allowed to access which information. Especially the ability to define
relative time ranges and EPC patterns provides flexibility. At policy enforcement
time, contextual attributes can be inserted, so information that is not known at
policy design time can be included in the access decisions.

By intersecting the queried set and the authorized set, an automatic reduction
of the result sets is performed. This is very important, because using an EPCIS
compliant query interface, it is not possible for a user to tell the service that
he is not interested in certain attributes. This, if an AC mechanism rejected
all requests that refer to too many attributes, the user would not receive any
information in case of a single violated server-side attribute restriction.

Our mechanism restricts the query interface’s power by omitting user query
restrictions that refer to attributes that are not accessible for him. This is done
for each Share individually. However, this is just a basic restriction feature. To
prevent undesired information leakage in the face of malicious queries, further
investigations in the area of Inference Control would be needed.

Our query rewriting technique involves parsing the user query, resolving con-
text attributes and constructing the final SQL statement. These steps are done
once for each user request. The parsing of XML files only need to be performed
once after a policy has changed. The overhead for constructing the modified



SQL query therefore only consists of several string operations. The actual access
control is done by the database that executes the query. It can apply further
query optimizations, for example removing or combining redundant predicates.

To further evaluate our approach, we discuss the fulfillment of the seven
principles for secure systems of Saltzer and Schroeder [22]:

Economy of mechanism. Our design is simple, so this principle is fulfilled.
The policy language’s XML Schema definition comprises only 26 lines, com-
pared to 380 lines of the XACML 2.0 policy schema.

Fail-safe defaults. We base access decisions on permission rather than exclu-
sion, so this principle is fulfilled.

Complete mediation. We check every access for authority, so this principle is
fulfilled.

Open design. Our design is not secret, so this principle is fulfilled.

Separation of privilege. We do not provide a two key mechanism, so this
principle is not fulfilled.

Least privilege. The database runs at a higher security level than necessary
in some situations, so this principle is not fulfilled.

Least common mechanism. This principle is not applicable.

Psychological acceptability. Since we do not provide a human interface, this
principle is not applicable.

6 Conclusion and Future Work

Based on the access control requirements specific to Auto-ID based collaboration
scenarios, we have presented a novel policy language and an efficient enforcement
mechanism as well as their implementation. The policy language is expressed in
XML and reflects the notion that companies will most probably prefer defining
subsets of events to be shared using dynamic rules instead of static access control
lists.

We have shown that an enforcement mechanism could be implemented ei-
ther by restricting a user’s query or by filtering a result set. In order to leverage
relational databases’ optimized query execution and to avoid high memory con-
sumption, we argued that query rewriting is a viable approach. The techniques
we presented to modify queries can also be applied to the generation of database
views. These could increase query execution performance, possibly at the cost of
storage space (in the case of materialized views). We discussed that most of our
requirements can be met and that the system design reflects some “golden rules”
for secure systems. By providing a prototypical implementation, we proved the
plausibility of our approaches.

The outcome of our work are feasible means for administrators to restrict
access to single EPCIS Repositories based on the known identities or roles of
business partners. So far, this reflects the traditional paradigm of manually as-
signing rights to users of the system. However, in future dynamic supply chain
scenarios, companies who do not know each other beforehand might need to



share certain data, with restrictions such as temporal constraints. This is espe-
cially true for traceability queries, which a certain stakeholder uses to determine
all past locations and states of a given object or a class of objects. While we
have shown how the enforcement of concrete access policies can be realized, we
consider the management of such policies, including their generation, assign-
ment, revokation, and maybe delegation, a challenging and open research issue.
Counsidering the large amounts of both the information and the potential par-
ticipants, overcoming the need to manually define every single access policy is
highly desirable.

In our future work, we will target these issues as well as other access control
challenges in global traceability networks such as access control for discovery ser-
vices, inter-organizational role concepts and concepts for proving and delegating
attributes and permissions.
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